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**Abstract**

This document analyzes the different phases of the design of the software. Three models for this document are chosen. In the Conceptual Model, the Entity/Relationship model, Multidimensional model, and the Data Point Model (DPM) are compared. For the Logical Model, the Relational Model, MOLAP[[1]](#footnote-1)/ROLAP[[2]](#footnote-2)/HOLAP[[3]](#footnote-3) are compared. This document reviews different models of data design, because the DPM is a model of data.

1. **Introduction.**

Figure . Comparison of models.

When a Project Leader develops an application from the beginning, he or she has to think in the data. Once the designer has created the Conceptual Schema, the designer has to transform the Conceptual to Logic schemas, because the Logic Model is nearest to a physical model, a DBMS (Database Management System) or Taxonomy. The target of every design is the automation of the process, and if it is possible through a tool CASE (Computer Aided Software Engineering). The design starts with the Conceptual Model from UD (Universe of the Discourse) and after from this Conceptual model to Logic model is transformed. At the end, a schema in a DBMS or in XML is created. A scheme has to be verified syntactically and semantically. The syntactical verification has to check the rules of building [1]. The semantic verification tries to find the inconsistency between the semantic constrains and the user. The figure 2 shows the steps of validation and verification of a scheme. A good Conceptual scheme has to have Formal Properties, Quality Factors and Conformance with the user necessities (validation). Formal properties mean that the scheme has to be consistent, complete and irredundant [2] [4]. The completeness of a Conceptual scheme can be defined with respect to the meta-model or the UD represented. The first part the metamodel concerns the mandatory elements that constitute a conceptual schema.



Figure 2. Validation and verification of a schema.

The represented UD means the validation with respect to the user requirements. Checking whether a Conceptual schema represents all the necessary knowledge for a given information system, which refers to conformance of the Conceptual schema to the real world. With respect to quality factors, we have to look at the things the readability and the reusability. Readability is a desirable property, but it is a subjective valuation. The reusability is far away in commercial tools. For the last, the validation of a schema means that if the schema is adapted to the user requirements. In this topic, some tools have developed the Paraphrasing [3]. This technique generates a textual description from a Conceptual schema and the user can validate the model.

1. **Entity Relationship model.**

When a data model from the user is obtained, from the Universe of Discourse the Conceptual model, in this case the Entity Relationship model is gotten. The E/R model can be used as a base for a unified view of the data [5] [6] [7] [8]. An entity is a data object. For Chen, an entity is a thing that can be identify in a clear way. The attributes are properties of the entity. A relationship is the association between objects of one or more different entities. For Chen, a relationship is an entailment between entities. This model has the next elements: Entity, Relationship, Attribute and Domain (for Chen the set of values).

An entity can be defined as any object. So, by example ASSETS can be an entity type that describes the common characteristics of a set of assets. It can have strong and weak entities. An weak entity is an entity who its objects depending on existence of a strong entity. For example, we can have the entities BOOK and EDITION. The entity BOOK is a strong entity, with the tuples “book1”, “book2”, “book3”,… The entity EDITION is a weak entity, the tuples exist, if it exists the book of that edition.

A relationship is an association, entailment, correspondence between entities.

An attribute is the set of properties or characteristics that has an entity or relationship. The attributes can be compounds, as by example the attribute date is consisted of the attributes day, month, and year.

A domain is the possible set of values that can have a characteristic. Then a domain is the set of homogeneous values with a name. For example, it is possible define the domain “Languages” that can have the value “English”, “Spanish”, “German”, “Lithuanian”,…

The model E/R has the constraints inherent between entities that have to have relationships. They can never have "entity-entity" or "relationship-relationship". Also, an entity must have an identifier. It can be considered as inherent constraint. However, this model has integrity and structural constrains. These constraints are about values, an attribute with an only domain is defined.

Two entities or more through a relationship with cardinality are defined. For example, the entities “BOOK” and “EDITION”, the cardinality is 1:n or 1..\*, because a book can have 1 or n editions, but one edition belongs to one book.

In the E/R schemas can have redundancies, and this can imply inconsistency. An element is redundant when can be deleted, without losing semantic. The redundancy can exit in the attributes or in the relationships. An relationship is redundant if this does a cycle. It is possible other type of constraints, as exclusivity, exclusion, inclusiveness, and inclusion.

When the E/R model is obtained, the next phase is the Relational model (Logical Model) [9] [10]. The Relational Model wants to isolate to the user of the physical structures of the data. But, it is further from user, but closer to DBMS. The RM (Relational Model) is a evolution of the E/R Model. The basic structure is the relation (or commonly named table). The attributes are the properties of the tables (relations). The attributes on domains are defined. Each row of the table tuple is called. The number of rows cardinality is called.

Constraints:

* It can’t have two tuples equals.
* The order of the tuples doesn’t import.
* The order of the attributes is not important.
* Each attribute can have only a value of the simple domain (it isn’t accept repetitive groups)[[4]](#footnote-4).
* If an attribute is an identifier, this cannot be null.
* Constraint of interrelation (or foreign key).

In a way parallel, it is possible to analyze the dependencies in the data. The dependencies are inherent properties with the semantic of the data. They consist of the constraints of the user and they have to be kept. There are a set of mathematical theories, as the Armstrong’s axioms [11], but this topic is out of this document. However, the normal forms more used are explained [12] [13]. It is in the Relational Model where this study is established.

* 1NF. It is said that a relationship is in 1NF when each attribute only takes a single underlying value of the domain.

For example the entity “Student” with the attributes (“Code”, “name”, “Courses”). I we suppose next table with next tuples:

**Student**

|  |  |  |
| --- | --- | --- |
| **Code** | **Name** | **Courses** |
| 10003456 | Johan | ErasmusMetrica |
| 10004567 | Alice | Erasmus |
| 10006678 | Francisco | MetricaDatabases |
| 10007822 | Albert | Databases |

This table, this entity is not in the first normal form because Courses have repetitive groups. In this case, 10003456 studies Erasmus and Merica.

The entity will be in the 1NF:

**Student**

|  |  |  |
| --- | --- | --- |
| **Code** | **Name** | **Courses** |
| 10003456 | Johan | Erasmus |
| 10003456 | Johan | Metrica |
| 10004567 | Alice | Erasmus |
| 10006678 | Francisco | Metrica |
| 10006678 | Francisco | Databases |
| 10007822 | Albert | Databases |

* 2NF. A relation is in the second normal form (2NF) if:
	+ It is in the 1NF, and
	+ Each main attribute has complete dependence on each of the keys.

 For example the entity “Student” has the attributes (“Code”, “Name”, “CourseDate”, “Courses”).

**Student**

|  |  |  |  |
| --- | --- | --- | --- |
| **Code** | **Name** | **CourseDate** | **Courses** |
| 10003456 | Johan | 1/1/2012 | Erasmus |
| 10004567 | Alice | 1/1/2012 | Erasmus |
| 10006678 | Francisco | 1/1/2012 | Metrica |
| 10007822 | Albert | 1/1/2012 | Databases |

This relation is not in the 2NF because Code🡪Name, and Code, CourseDate—Courses.

However, next relations will be in the 2NF:

**Student**

|  |  |
| --- | --- |
| **Code** | **Name** |
| 10003456 | Johan |
| 10004567 | Alice |
| 10006678 | Francisco |
| 10007822 | Albert |

**Student**

|  |  |  |
| --- | --- | --- |
| **Code** | **CourseDate** | **Courses** |
| 10003456 | 1/1/2012 | Erasmus |
| 10004567 | 1/1/2012 | Erasmus |
| 10006678 | 1/1/2012 | Metrica |
| 10007822 | 1/1/2012 | Databases |

* 3NF. A relation is in the third normal form (3NF) if:
	+ It is in the 2NF, and
	+ There is no attribute not main that depends transitively of some key.

For example the relation “Project” with the attributes (“Employee”, “ProjectCode”, “ProjectName”). As example:

**Project**

|  |  |  |
| --- | --- | --- |
| **Employee** | **ProjectCode** | **ProjectName** |
| John | BTS | BizTalk |
| Albert | PTR | Preton Server |
| Ignacio | BTS | BizTalk |
| Alice | PTR | Preton Server |

This relation is not in the 2NF, because Employee🡪ProyectCode, and ProjectCode🡪ProjectName.

However, next relation is in the 3NF:

**EmplProject**

|  |  |
| --- | --- |
| **Employee** | **ProjectCode** |
| John | BTS |
| Albert | PTR |
| Ignacio | BTS |
| Alice | PTR |

**Project**

|  |  |
| --- | --- |
| **ProjectCode** | **ProjectName** |
| BTS | BizTalk |
| PTR | Preton Server |
| BTS | BizTalk |
| PTR | Preton Server |

And the last normal form, and more odd is the Boyce-Codd Normal Form [14].

* BCNF. A relation is in BCNF if and only if, all determinant is a candidate key.

Let be the entity “Studies” with the attributes (“Student”, “Course”, “Teacher”).

**Studies**

|  |  |  |
| --- | --- | --- |
| **Student** | **Course** | **Teacher** |
| Jones | Physics | Newton |
| Walker | Physics | Maxwell |
| Jones | Maths | Hilbert |
| Smith | Physics | Newton |

This relation is in the 3NF, because the dependencies are Student, Course🡪Teacher, and Teacher🡪Course. Because, there is no attribute not main that depends transitively of some key. However is not in the BCNF, because all determinant is a candidate key. This means that we can have semantic anomalies, as in the example, where teacher is not candidate key.

It is advisable that the design is in the 3NF (especially de BCNF is odd). We can be and exception when an entity has little tuples. For example:

**Employee**

|  |  |  |
| --- | --- | --- |
| **Name** | **Department** | **City** |
| Jones | Physics | 30111 |
| Walker | Physics | 30111 |
| Jones | Maths | 22222 |
| Smith | Physics | 30111 |

We suppose 15,000 employees and city only two:

**Cities**

|  |  |
| --- | --- |
| **Code** | **Name** |
| 30111 | Sevilla |
| 22222 | Frankfurt |

Then we will be in the 2NF:

**Employee**

|  |  |  |
| --- | --- | --- |
| **Name** | **Department** | **City** |
| Jones | Physics | Sevilla |
| Walker | Physics | Sevilla |
| Jones | Maths | Frankfurt |
| Smith | Physics | Sevilla |

And, at last, we have to map from the Relational model to Physical Model in the DBMS chosen.

1. **Multidimensional Data Model.**

OLAP is a term invented to describe a dimensional approach to interactive decision support (analysis from the perspective of its components or dimensions, considering also the different levels or hierarchies that they have) [15] [17].

As it is possible to see in the figure 1, in the multidimensional design there are three phases. The first, is the conceptual model, or Multidimensional Data Model (MDM). The second is the logical model or MOLAP/ROLAP/HOLAP. And the third is the physical model, the implementation in a specific DBMS.

In the MDM the static elements are:

* The fact schema (the objects to analyze),
* Attributes of fact or of synthesis or measures,
* Summary functions or hash (Statistical type functions that apply to the attributes of fact),
* Dimensions,
* Attributes of Dimension or classification,
* Hierarchies (several dimension attributes linked by a hierarchical relationship, as day->week->month->year).

In figure 3 can be saw these definitions a graphic format.

Figure 3.- Multidimensional data model.

Another example in the figure 4 is shown (Is a report XBRL).

An example in figure 5 is shown. This example a snowflake model is shown [16]. This example belongs to an XBRL report (the same figure 4).



Example of a snowflake model.

Figure 4. Example of an analysis of a cube.

The Logical model is equivalent to Relational model, but not the same.

 The multidimensional data model is not associated with a physical representation of data-> can be supported over a relational DBMS (ROLAP).

The models can be in:

* Star model, or
* Model snowflake, or
* Constellation model

It is possible to generalize the normal form, because if not it is possible to have aggregation anomalies (similar to anomalies in the Relational model) and if not, it is possible to have problems in the queries.

In summary the normal form must to be until 3NF in the logical model, including the exception of the before section [18] [19].

At the end the physical model.

1. **Data Point Model.**

The typical phases are the Universe of the Discourse, Conceptual Model, Logical Model, and Physical Model.

The end users, the regulators create from the Universe of the Discourse (UD) the templates. IT analyses the requirements of this set of templates.

Functional analysts prepare, analyze the conceptual model, in our case the Data Point Model (DPM). In others environments instead of the DPM is use the Multidimensional Data Model (MDM), or Entity Relationship Model (E/R Model). In a conceptual model isn’t referenced the software or the hardware. It is conceptual because the concepts are obtained. By example, *Total assets per quarter*, the designer don’t know the precision, if it is numeric, real, or is per cent, or a string. However, the designer knows that the total per quarter is a monetary quantity. And moreover, he knows, by example, through the UD that *Total assets per quarter* is the sum of the asset *A2* and the asset *A3*.

How is it implemented in the software? It is the same. However, through a CAD tool is possible to do a feedback, more or less in an automatic way. That is to say, it is necessary to do feedback from the DPM to templates and vice versa, but almost automatically in theory. On the other hand, *Total assets per quarter (A1),* *Total assets per semester (A2),* and *Total assets by removing the revenue account (A3)* from the point of view of the business are assets, but three assets have different meaning. For the users of the business, the regulators are three different concepts. These three concepts in some way are related, according to the specifications of the users. In this level, everything related with the implementation of the application disturbs the design, and it doesn’t add anything to this design. Then, when more clear is the design conceptual is easier the feedback with the UD.

In the conceptual model are created:

1. DPM: Dimensions, Primary items, members,…
2. MDM: Facts, attributes of the facts, dimensions, hierarchies,…
3. ERM: Entities, attributes, interrelationship, constraints.

When the conceptual level is designed, the analyst has to approach to the implementation, that is to say, the logical model is implemented.

1. XBRL: Types of data, precisión, …
2. MOLAP/ROLAP/…: Organization, primary keys, foreign keys, …
3. Relational: Tables, references, constrainsts.

The idea is the same, it is to do feedback between the logical model and the conceptual model, but not the UD.

And at the end the implementation in the taxonomy, that is to say the physical model.

1. **Conclusions.**

The DPM is a data model, and at the end it defines a structure of metadata. And the design of the data model must have the same structure, because both the multidimensional model, as the E / R have long been developing and universities.
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